**Name:** Aditya Somani **Roll No:** BE1851061 **PRN:** 71901204L

**Assignment Number: 1**

**Assignment Title:** Write a program in C++ or Java to implement RSA algorithm for key generation and cipher verification.

# THEORY:

## Asymmetric/Public Key Algorithm:

Public key algorithms were evolved to solve the problem of key distribution in symmetric algorithms. This is achieved by using one key for encryption and a different but related key for decryption. These algorithms are designed such that it is computationally infeasible to determine the decryption key given only knowledge of the cryptographic algorithm and the encryption key. Also in some algorithms, such as RSA, either of the two related keys can be used for encryption, with the other used for decryption.

A public key encryption scheme has six ingredients:

* **Plaintext:** This is readable message or data that is fed into the algorithm as input.
* **Encryption algorithm:** The algorithm performs various transformations on the plaintext.
* **Public and private key:** This is a pair of keys that have been selected so that if one is used for encryption, the other is used for decryption.
* **Ciphertext:** This is the scrambled message produced as output. It depends on the plaintext and the key. For a given message, two different keys will produce two different ciphertexts.
* **Decryption algorithm:** This algorithm accepts the ciphertext and the matching key and produces the original plaintext.
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**Fig. 1.1:** Public key cryptography

Plaintext Output

The essential steps in public key algorithm are as follows:

1. Each user generates a pair of keys to be used for the encryption and decryption of messages.
2. Each user places one of the two keys in a public register or the other accessible file. This is the public key. The companion key is kept private. Each user maintains a collection of public keys obtained from other parties participating in communication.
3. If A wishes to send a confidential message to B, A encrypts the message using B’s public key.
4. When B receives the message, B decrypts it using B’s private key. No other recipient can decrypt the message because only B knows B’s private key.

## RSA Algorithm

RSA (which stands for Rivest, Shamir and Adleman who first publicly described it), an algorithm for public-key cryptography involves three steps key generation, encryption and decryption.

RSA is a block cipher with each block having a binary value less than some number

n. That is the block size must be less than or equal to log2 (n). Encryption

&decryptions are of the following form, for some plaintext block M and ciphertext block C:

e

C = M mod n

d e d ed

M = C mod n = (M ) mod n= M mod n

Both sender and receiver must know the value of n. The sender knows the value of e, and only the receiver knows the value of d. Thus, this is a public-key encryption algorithm with a public key of PU = {e, n} and a private key of PR = {d, n}. For this algorithm to be satisfactory for public key encryption, the following requirements must meet:

1. It is possible to find values of e, d, n such that Med = M mod n for all M<n.
2. It is relatively easy to calculate Me and Cd for all values of M<n.
3. It is infeasible to determine d given e and n.

## Algorithm

1. **Key generation**

The keys (public key and private key) for the RSA algorithm are generated as:

* 1. Choose two distinct prime numbers p and q.

For security purposes, the integers p and q should be chosen at random, and should be of similar bit-length. Prime integers can be efficiently found using a primality test.

* 1. Compute n = pq.

n is used as the modulus for both the public and private keys

* 1. Compute φ(n) = (p – 1)(q – 1), where φ is Euler's totient function
  2. Choose an integer e such that 1 < e <φ (n) and gcd (e, φ (n)) = 1, i.e. e and φ
     1. are co prime.
        + e is released as the public key exponent.
        + e having a short bit-length and small Hamming weight results in more efficient encryption - most commonly 0x10001 = 65537. However, small values of e (such as 3) have been shown to be less secure in some settings.
  3. Determine d = e–1 mod φ(n); i.e. d is the multiplicative inverse of e mod φ(n).
* This is more clearly stated as solve for d given (d\*e)mod φ(n) = 1
* This is often computed using the extended Euclidean algorithm.
* d is kept as the private key exponent.

## Public key : PU = {e, n} Private Key : PR = {d, n}

1. **Encryption**

Alice transmits her public key (e, n) to Bob and keeps the private key secret. Bob then wishes to send message M to Alice.He computes the ciphertext c corresponding to

C = Me mod n

This can be done quickly using the method of exponentiation by squaring. Bob then transmits C to Alice.

## Decryption

Alice can recover M from C by using her private key exponent d via computing M = Cdmod n

## Example

* 1. Select two prime numbers, p = 17 and q = 11.
  2. Calculate n = pq = 17\*11 = 187.

3. Calculate Ø(n) = (p-1)(q-1) = 16\*10 = 160.

1. Select e such that relatively prime to Ø(n) = 160 and less than Ø(n); we choose e = 7.
2. Determine d such that de ≡ 1 (mod 160) and d < 160. The correct value is d = 23, because 23\*7 = 161 = 10\*160+1; d can be calculated using the extended Euclid’s algorithm.

The resulting keys are public key PU = {7, 187} and private key PR = {23, 187}. The example shows the use of these keys for plaintext input of M=88.

**Code:**

import java.util.\*;

import java.io.\*;

import java.math.\*;

import java.security.SecureRandom;

class RSAUtils {

private final BigInteger modulus;

private final BigInteger publicKey;

private final BigInteger privateKey;

public RSAUtils() {

BigInteger one = BigInteger.ONE;

// Take two prime numbers i.e. p1 & p2

BigInteger primeNumberFirst = BigInteger.probablePrime(40, new SecureRandom());

BigInteger primeNumberSecond = BigInteger.probablePrime(40, new SecureRandom());

// Calculate modulus such as (p1 x p2)

modulus = primeNumberFirst.multiply(primeNumberSecond);

// Calculate Î¦(n) i.e PHI such as (p1 - 1) x (p2 - 1)

BigInteger PHI = (primeNumberFirst.subtract(one)).multiply(primeNumberSecond.subtract(one));

// Public key (prime number)

publicKey = new BigInteger("65537");

// Calculate private key such as (publicKey ^ -1 % PHI)

privateKey = publicKey.modInverse(PHI);

}

public BigInteger encrypt(BigInteger message) {

return message.modPow(publicKey, modulus);

}

public BigInteger decrypt(BigInteger message) {

return message.modPow(privateKey, modulus);

}

public String getPublicKey() {

return "" + publicKey.longValue();

}

public String getPrivateKey() {

return "" + privateKey.longValue();

}

public String getModulus() {

return "" + modulus.longValue();

}

}

class RSADemo {

public static void main(String[] args) {

RSAUtils rsa = new RSAUtils();

Scanner s = new Scanner(System.in);

System.out.print("Enter Text:");

String message = s.nextLine();

// Generate plain text from message

BigInteger plainText = new BigInteger(message.getBytes());

// Encrypt plain text

BigInteger encryptedMessage = rsa.encrypt(plainText);

// Decrypt cipher text i.e. previously encrypted message

BigInteger decryptedMessage = rsa.decrypt(encryptedMessage);

// Convert encrypted and decrypted messages into plain / readable format

String encryptedMessageText = new String(encryptedMessage.toByteArray());

String decryptedMessageText = new String(decryptedMessage.toByteArray());

String outputString = new StringBuilder()

.append("\nPublic Key: " + rsa.getPublicKey())

.append("\nPrivate Key: " + rsa.getPrivateKey())

.append("\nModulus: " + rsa.getModulus())

.append("\nPlain Text: " + message)

.append("\n\nEncrypted Message: " + encryptedMessageText)

.append("\nDecrypted Message: " + decryptedMessageText)

.append("\n")

.toString();

System.out.println(outputString);

}

}

**Output:**

Enter Text:BEIT

Public Key: 65537

Private Key: 8777284039317104049

Modulus: 942942888290123767

Plain Text: BEIT

Encrypted Message: P1b▒d`r䭇

Decrypted Message: BEIT